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Abstract—Authors develop RVT-grammar to analyze and 

control dynamic workflows. We consider aspects of dynamic 

workflows: ensemble (orchestration, choreography) and 

transformation with saving connections. 
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I.  INTRODUCTION 

The efficiency of business process can be improved with 
help dynamical reconfiguration of business enterprise process as 
workflows. There are some problems as deadlock, timing, safety 
and others where modification of the workflows using design, 
analysis, checking, modeling and transformation of dynamic 
workflows [1]. 

The design and development of automated systems must 
include the adaptation for agile requirements of an environment. 
In work [2], the agile is a main property of the manufacture to 
design. There are two behaviors of the enterprise. First of them 
is to change own business process for the existing 
manufacturing. Second of them is to create new marketable 
products. In order enterprise change own business process for 
increasing of product quality and to get new market outlets often. 
The work [3] presents that the speed of development in industry 
and technology need to change monolithic approaches. 

A lot of the large enterprise as IBM, ARIS note that the 
monolithic product lifecycle management systems with static 
workflows are limited and not enough to successfully complete 
the product lifecycle [4]. There are not enough resources in 
approaches, automatic tools and the standardization of these 
management systems. Therefore, the large enterprise and 
companies have poorly designed workflows that stimulate 
increasing a cost of a product, and the improvement of product 
lifecycle becomes expense. 

We used a definition given in [5] for a dynamic workflow as 
a process of adaptation to the current environment. ProBis [6] 
has monolithic workflows. Dynamic workflows are presented in 
works [7-9] with YAWL (Yet Another Workflow Language) 
and iPB. Also, we define the novel RVT-grammar as a timed 
(temporal) finite state grammar using a memory as stacks and 
elastic tapes.   

There is an overview of works and the problem in 
Introduction. Orchestration and choreography as Ensemble are 

suggested in a section two. The novel grammar is presented in 
section three, and control diagrams as transformation is offered 
in a section four. In the end of this work, authors give the 
conclusion and future works. 

II. THE ENSEMBLE 

Orchestration is the inner workflows in an enterprise or a 
company that presents their inner business process [11]. IBM, 
Microsoft, Oracle, BEA Systems create tools as BPEL4WS, 
XLANG, WSFL to describe the business logic [12].  In order 
there is only one manager for orchestration to control these 
workflows in business process of enterprise. 

 Choreography is the outer workflows in a lot of enterprises 
and companies that have relationship each with other. Each 
member of choreography can describe a role and his place in 
workflows. All choreography relationships are monitored in log 
(Fig. 1).   

A dynamic of workflows represented at two aspects: 
orchestration and exemplar of choreography which to add up to 
ensemble. An emerged exemplar of choreography to be in link 
with designed diagrams.    

Organization 1 contains BPMN, IDEF0, UML AD, eEPC, 
UML class diagram in orchestration. BPNM, IDEF0, UML AD 
are in ensemble only [13, 14]. Organization 2 contains Java, C#, 
Timed automaton, Petri nets in orchestration, but Java and 
Timed automaton are in ensemble only. 

 

Fig. 1. Ensemble of divers diagrams and hybrid orchestration 
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Let’s consider an orchestration of IDEF0, UML AD 
diagrams in ensemble (Fig. 1). IDEF0 diagrams performed very 
well in functional tools with links like “Input”, “Output”, 
“Control”, “Mechanism”. UML AD diagrams performed very 
well in developing tools of algorithm. In case when it is not 
necessary for considering control and mechanism at IDEF0 but 
it is necessary for considering tracking flows of process need to 
build UML AD diagram. 

III. TIMED RVT-GRAMMAR WITH MEMORY 

The authors have developed automaton grammar with 
memory, called RVT-grammar, to analysis and control diagrams 
with time for the agile management systems [15-23]. RVT-
grammar can be written as: 

𝐺 = (𝑉, Σ, Σ
~

, 𝑅, 𝐶, 𝐸, 𝑇, 𝑟0)

where 𝑉 = {𝑣𝑙 , 𝑙 = 1, 𝐿} is a set of helper alphabet, that has 
operations with the stack and the elastic tape; 

 Σ = {𝑎𝑙 , 𝑙 = 1, 𝑇} is a set of terminal alphabet, that has a 
group of primitive graphic objects and links; 

 Σ̃ = {𝑎̃𝑙 , 𝑡 = 1, 𝑇̃} is a set of quasi-terminal alphabet, adding 
the terminal alphabet, that includes following quasi-terms: 
graphic objects; graphic objects that has more than one input; 
links with the specific semantic; the end of the analysis; 

𝑅 = {𝑟𝑖 , 𝑖 = 1, 𝐼} is the production of this grammar, that has 
rules, and each complex 𝑟𝑖 has 𝑃𝑖𝑗  of rules, where 𝑟𝑖 = {𝑃𝑖𝑗 , 𝑗 =

1, 𝐽}); 

𝑟0 ∈ 𝑅 is an axiom and a first complex, 𝑟𝑘 ∈ 𝑅 is a last 
complex. 

This production, including a set of rules, 𝑃𝑖𝑗 ∈ 𝑟𝑖  that is given 

as: 

 𝑎𝑙
[𝑡𝑖]

𝑊ν(γ1,...,γ𝑛)
→        𝑟𝑚 

where Wν(γ1, . . . , γn) is n-ary relation that has an operation 
with the stack and the elastic tape, depending on ν ∈ {1, 2, 3} 
(accordingly: 1 - read, 2 - write, 3 - compare); 𝑟𝑚 ∈ 𝑅 is the 
receiver of rules; 

𝐶 is a finite set of clock identifiers;  

𝐸 − is a set of time expressions C (clock limitation and clock 
reset), is limited by the following expressions: from the 
beginning  {𝑐 ≔ 0} and onwards {𝑐~𝑥}, and 𝑐 is a variable, and 
𝑥 is a constant, ~ ∈ {=,<,≤,>,≥}; 

𝑇 ∈ {𝑡1, 𝑡2, 𝑡3… , 𝑡𝑛} is a set of timed labels with given 

functions 𝐹𝑇Σ: Σ × 𝐶 × 𝐸 → 𝑇 and 𝐹𝑇Σ
~

: Σ
~

× 𝐶 × 𝐸 → 𝑇 
accordingly. 

The memories are stacks and elastic tapes. Stacks have an 
information about processing graphic objects with two or more 
outputs as a quasi-term. Elastic tapes have an information about 
processing graphic objects with two or more inputs as numbers. 

The writings, reading and comparing of data in these elastic 
tapes performs with help cells that defined on natural numbers. 

 The chain of 𝜑 = 𝛼𝑙1, 𝛼𝑙2, … , 𝛼𝑙𝜆 is called RVT-derivation 

𝛼𝑙𝜆 from 𝛼𝑙1 and it is denoted 𝛼𝑙1
𝑅𝑉
⇒ 𝛼𝑙𝜆 if for any 𝜉 < 𝜆 and 

𝑟𝑒 ∈ 𝑅 are as 𝛼𝑙𝜉+1 ∈ 𝑟𝑒  ,(𝑎𝑙
[𝑡𝑖]

𝑊γ(γ1,...,γ𝑛)
→        𝑟𝑒) ∈ 𝑟𝑖 . 

The analysis of this chain begins from the first terminal with 
help a rule 𝑟0. Step by step we use rules 𝑟𝑖 for the analysis of this 
chain. There is a rule 𝑟𝑘 in the end of the analysis. Operations 
with memory of this RVT-grammar perform when reading, 
writing and comparing cells of this chain. So, the stack is empty 
in the start and in the end of this analysis also. The elastic tape 
has a cortege of natural numbers in the end of the analysis.  

IV. THE TRANSFORMATION 

Dynamic reconfiguration of business process need to have a 
mechanism for transformation of diagrams reaching flexibility, 
improving a functional and an efficiency of enterprise’s business 
process. In work [24-26] the problem of reconfiguration has 
been researched both theoretical and practical.     

Authors offer applying the structure transformation of a 
diagram with help procedures: delete, insert and replace with 
saving a connection during an interval of time.  

It is necessary all graphic element have a timed label where 
we can define time of the transformation. As rule BPMN, eEPC, 
IDEF0, UML AD etc. graphic elements contain a description 
(notes in UML AD) which can be define as a timed variable. 

Let’s see an example of UML AD diagram (Fig. 2).  

A0

Ak

A1 (t1)

A2 (t1)

A3

 

Fig. 2. UML AD diagram with t1 timed label 

Graphic elements A1 and A2 have t1 timed labels. This 
means that a current element will be transform at t1 time with 
help operations: (1) Insert, (2) Replace, (3) Delete. 

Reasoning to suppose that only one operation cab be 
performed at one element. Therefore, timed label is assigned to 
a tape where an element has their variants: number 1 – Insert, 
number 2 – Replace, number 3 – Delete. 



Additional information when Insert and Replace saved at 
extended tape allowing to save both numbers and quasi-terms.  

Additional Insert() function is used for the operation 1 
allowing to get needed information from extended tape and form 
inserted fragment. 

Operation 2 is a complex operation that represents an 
aggregate of removing and inserting operations. Replace() 
additional function is brought for ease. 

Deleting is considered in a start. The diagram has a form in 
t1 time (Fig. 3). 

A0

Ak

A3

 

Fig. 3. Deleting elements at diagram 

The chain including deleting element can be infinite size. 
Authors suggest the approach to perform deleting. If we meet 
element with timed label, then timed label is put in a stack. Next 
step an automaton follows about elements while not getting 
element with absent timed label. In this case it perform 
change_rel() special function that pop up from the stack timed 
label at deleting element and assign its with a current element. 
This algorithm is shown in Fig. 4. 

In order not to leave deleting elements suspended in a 
diagram when to pass deleting quasi-term delete () function 
perform that delete elements from the diagram. 
delete_with_link() function performs deleting elements with an 
enter link.  

A0

Ak

A1 (t1)

A2 (t1)

A3

 

Fig. 4. Assignment of links where deleting an element 

The grammar for that diagram is shown in Table 1.  

TABLE I.  TIMED RVT-GRAMMAR FOR UML AD 

Prev. 

state 

Quazi-term Next 

state 

Operation 

r0 A0i r1 insert()/W3(kt(1)==1) 

 A0 r1 o 

r1 rel r2 o 

r2 Ai r1 insert()/W3(kt(1)==1) 

  Ar r1 replace()/W3(kt(1)==2) 

 Ad r3 (delete(), W1(l1m))/ W3(kt(1)==3) 

  A r1 o 

  Ak r5 o 

r3 drel r4 o 

r4 Ai r1 (change_rel(),insert())/W3(kt(1)==1) 

 Ar r1 (change_rel(), replace())/W3(kt(1)==2) 

 Ad r3 delete_with_link()/W3(kt(1)==3) 

 A r1 change_rel() 

 Ak r5 change_rel() 

r5 no_label rk * 

V. CONCLUSION 

There is the problem with workflows for checking and 
exchanging the different formats between the large industrial 
enterprise, and also between their department. Time begins to 
play the main meaning for manufacturing that uses Internet of 
things often. This is why authors develop timed RVT-grammar 
to analyze, control and transform dynamic design workflows 
where time is a famous role. We create this grammar as a 
temporal finite state grammar that uses a memory like stack. So, 
this grammar lets to remove several semantic errors (structural- 
behavioral) at a stage of conceptual design in complex computer 
systems, and also to solve reengineering tasks for the reactive 
systems using real-time. As well as the transformation can check 
bad elements at a diagram, and make a refurbishment of this 
diagram. We show a simple example using AD UML diagrams. 
We will define a set of typical structural-behavioral errors with 
help to research for books and works, and try to extend it with 
own checklist in future works. 
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