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Abstract—Virtual industrial computer simulators have 

significant advantages in training employees. At the same time, 

conformity of modelled workplaces with a real workplace 

organized in accordance with the technological process is of great 

importance. Traditional methods of software checking – manual 

and automatic unit testing – are not always able to fully cover 

simulator functionality and test it as soon as possible. Virtual 

simulators verification method is proposed. It is based on the 

structural and parametric analysis. To determine level of 

compliance between virtual and real workplaces the method uses 

data from the industrial product life cycle management (PLM) 

system. 
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I. INTRODUCTION 

Design, implementation and introduction of industrial 
products assembly virtual simulators solves the problem of 
training and retraining personnel and specialists in a short time 
and improving the quality of the training on the job. 

During the virtual simulators development [2] [8] [9], one 
should adhere to the technical task developed and agreed upon 
with the customer and closely related to the technological 
process of the modeled subject area, as well as the regulatory 
and technical documentation referred to by the technological 
process: product specifications, state and industry standards 
(GOSTs). 

Adding, changing or skipping actions is allowed if and only 
if it does not violate the logic of the process. Such 
modifications include, for example, radio element 
illumination, automatic equipment setup (soldering station 
heating). 

To check the virtual simulator for its adequacy to a real 
workplace, expert testing, automatic or semi-automatic tests 
(unit tests based on the "black box" method) are used. 
However, if the simulator has large functionality and a 
complex block diagram, manual testing and development of 
unit tests can take quite a lot of time, and the latter may not 
cover all the simulator's functionality. 

For the fully automatized testing of such simulators, a 
verification method for a virtual workstation simulator is 
proposed, based on a structural-parametric analysis of the 
simulator contents and its compliance with an external data 
source using an ontology. 

II. SOFTWARE VERIFICATION 

There are the following verification method groups 
according to Kulyamin V.V. [11]. 

A. Expertise 

This method is applicable to any software properties and 
life cycle artifacts at different stages of a project. At the same 
time, different types of expertise can be used for different 
purposes: organizational, technical, cross-cutting, inspection, 
audit. It allows identifying almost any kind of error, including 
at the stage of preparing the corresponding artifact, thereby 
minimizing the lifetime of the defect and its consequences for 
the quality of derived artifacts. The lack of expertise is the 
impossibility of its automation and implementation without the 
active participation of people. 

B. Static Analysis 

These methods check formalized rules for the correct 
construction of these artifacts and to search for common 
defects according to some patterns. Such an analysis is well 
automated and can be almost completely assigned to tools that 
are quite convenient to use and do not require special training. 
Most of the techniques for static verification of program 
correctness sooner or later become part of compilers or even 
translate into semantic rules of programming languages. 

Static analysis is applicable only to code or certain project 
artifacts presentation formats. It can detect only a limited set of 
error types. Also, the following dilemma is characteristic: 
either strict analysis methods are used that do not allow errors 
to be missed (those types that are searched for), but lead to a 
large number of messages about possible errors that are not, or 
a set of error messages is accurate, but some of them are to be 
skipped. 

C. Formal methods 

These methods use formal requirement models, software 
behavior and its environment models for the properties 
analysis. It is performed using specific techniques such as 
deductive analysis, model checking or abstract interpretation. 

Formal verification methods are capable of detecting 
complex errors that cannot be detected by examinations or 
testing, are actively used in a number of areas where the 
consequences of errors can be extremely expensive. 

Formal methods are applicable only to those properties that 
are formally expressed in the framework of some adequate 
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mathematical model, as well as to those artifacts for which an 
adequate formal model can be constructed. 

D. Dynamic methods 

Dynamic methods use the results of the actual work of the 
program or its model in the properties analysis and evaluation. 
These are testing, monitoring, profiling. 

To apply dynamic methods, a working system or the 
required system components at least at the prototype level must 
exist. The backward of dynamic methods is that they detect in 
the software only runtime errors, and, for example, 
convenience or maintenance defects cannot be detected. 
However, using dynamic methods helps to control the software 
characteristics and track errors in a real environment, which 
cannot be accurately investigated using other approaches. 

E. Synthetic methods 

Currently, there are research works and tools using several 
verification methods listed above. Dynamic methods using 
formal elements were distinguished in separate areas such as 
models-based testing [12] and monitoring formal properties. 
Test building tools make significant use of both formalization 
of some software properties and static code analysis. The 
general idea of synthetic methods is a combination of the 
advantages of the basic approaches to verification, minimizing 
their shortcomings. 

Comparison of methods is shown on the Table I.  

TABLE I.  VERIFICATION METHODS COMPARISON 

Methods 

group 

Ability to 

automatize 

Concerned 

software 

development 

steps 

Threshold Applicable 

to the 

current 

problem? 

Expertise Very low Any High +/- 

Static 
analysis 

High Source code Middle - 

Formal 

methods 

High Requirements, 

behavior 

High + 

Dynamic 
methods 

High Run-time 
testing 

Low + 

Synthetic 

methods 

Above 

average 

Any, mostly 

some and 

simultaneously 

Middle + 

From the table results it follows that the developed 
verification method should belong to the synthetic methods 
group combining features of formal and dynamic methods. 

III. RELATED WORKS 

There are many means of formal verification of programs 
[14], the most famous are the following. 

CONC2SEQ plugin is written for the FRAMA-C platform 
for verifying parallel C programs [13] [15]. CONC2SEQ 
converts the source parallel code to serial for correct operation 
in FRAMA-C, while user specifications are automatically 
integrated into the new code. 

The disadvantage of the plugin is the lack of support for 
value analysis and dynamic verification. 

Lazy-Cseq is a tool that allows translating a multi-threaded 
C program into a non-deterministic sequential code that 
preserves reachability for all cyclic traces with a given number 

of iterations [16] [17]. It reuses existing high-performance 
bounded model checking (BMC) tools. The translation is 
carefully designed so that it consumes as little memory and 
non-determinism sources as possible, it is also organized 
within the framework of strict SAT / SMT formulas. Lazy-
Cseq contains a script linking translation and verification. 

Lazy-Cseq accepts a C program using POSIX streams as 
input; verification is done using Lazy sequentialization, 
working both with partial store order (PSO) and total store 
order (TSO) memory. 

Java Pathfinder was originally created as a means of 
checking a model with an explicit state for Java bytecode [18]. 
In this way, it can test the model of programs written in 
languages oriented to the Java virtual machine. The initial 
implementation approach was to convert Java bytecode to 
Promela for analysis using the Spin model validator [19]. 
Currently, Java Pathfinder checks Java bytecode directly. 

Java PathFinder is used to analyze parallel programs and 
abstract models, including applications on the Android 
platform [21]. 

The plugin architecture allows the user to expand the type 
of properties being checked. They are implemented in the form 
of user code with a listener model for checking user properties 
when examining a state space. However, the state space 
exploration algorithm does not take into account the type of 
custom properties and cannot configure the search to be 
effective for these properties. In its purest form, Java 
PathFinder looks for deadlocks, statement errors, and null 
pointers. 

The disadvantages include the limited size of the programs 
that can be analyzed, approximately 10 thousand lines of code. 
Due to these limitations, it is used to analyze small libraries and 
program fragments. 

Malpas (MALvern Program Analysis Suite) is a toolset for 
software analysis [20], which allows performing static analysis 
and program compliance with specifications. The analyzed 
program should be written in the Malpas intermediate language 
(MIL), while there are automatic translators from common 
programming languages and assembler to MIL. 

Static analysis tools allow removing code metrics, 
analyzing the program for dead code, uninitialized data, 
unexpected dependencies, etc. Formal analysis tools verify the 
mathematical compliance of the program specifications, 
including pre- and postconditions, invariants, statements. 

IV. TEST METHOD 

The virtual workplace model has the following form: 

Workstation simulator = (assembly objects set; 
consumables set; tools set; documents set; target assembly 
object; technological process), where: 

Assembly object = (key-value pairs set), 

Consumable = (key-value pairs set), 

Document = (name; assembly object or consumable; key-
value pairs set), 



 

 

Tool = (key-value pairs set). 

The target assembly object is the state of the assembly 
object(s) characterizing completed assembly of a particular 
product. 

Technological process = (main operations, intermediate 
operations), where: 

Main operation: assembly objects × materials × tools × 
documents → assembly objects × materials × tools – an 
operation changing the state of assembly object(s). 

Intermediate operations = (tool activation / deactivation; 
object activation / deactivation; material activation / 
deactivation), where: 

Tool activation / deactivation: tool → tool – active tool 
changing operation, 

Object activation / deactivation: assembly object → 
assembly object – active assembly object changing operation, 

Material activation / deactivation: consumable → 
consumable – active consumable changing operation. 

The data source for testing on accordance with the technical 
task is the industrial product life cycle management system 
(PLM) [10]. Figure 1 shows the data organization in PLM 
formed as a classification ontology. 
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Fig 1. Ontological data model in PLM 

Figure 2 presents diagrams explaining the operation of 
the method of structural-parametric verification of a virtual 
workplace (VWP). 
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Fig 2. Virtual workplace (VWP) verification process block diagram



 

 

The verification process includes the following 
subprocesses: 

 correspondence degree of assembly objects in VWP 

to assembly objects specified in the specification 

( 𝑑1 =
𝐴𝑂𝑉

𝐴𝑂𝑃𝐿𝑀
, where 𝐴𝑂𝑉  is the VWP assembly 

objects count specified in the specification from 

PLM, 𝐴𝑂𝑃𝐿𝑀 is the assembly objects count specified 

in the specification in PLM) ; 

 correspondence degree of tools in VWP to tools 

specified in the specification (𝑑2 =
𝑇𝑉

𝑇𝑃𝐿𝑀
, where 𝑇𝑉 is 

the VWP tools count specified in the specification 

from PLM, 𝑇𝑃𝐿𝑀  is the tools count specified in the 

specification in PLM); 

 correspondence degree of consumables in VWP to 

consumables specified in the specification ( 𝑑3 =
𝐶𝑀𝑉

𝐶𝑀𝑃𝐿𝑀
 where 𝐶𝑀𝑉  is the VWP consumables count 

specified in the specification in PLM, 𝐶𝑀𝑃𝐿𝑀 is the 

consumables count specified in the specification in 

PLM); 

 correspondence degree of the technological process 

operations content and ordering in VWP to the 

technological process stored in PLM ( 𝑑4 =
𝑂𝑉

𝑂𝑃𝐿𝑀
, 

where 𝑂𝑉  is the technological process steps count 

embedded in the VWP, which, starting from the first, 

correspond to the technological process steps 

indicated in the documentation in PLM, 𝑂𝑃𝐿𝑀 is the 

technical process steps count in the documentation in 

PLM). 

The result of VWP testing is the correspondence degree 
value 𝐷 equal to the minimum of the subprocesses execution 
results, i.e. 𝐷 =  𝑚𝑖𝑛 (𝑑1, 𝑑2, 𝑑3, 𝑑4). 

V. CONCLUSION 

Due to the impossibility of manual expert testing of a 
virtual workplace simulator or automatic unit testing 
covering all the simulator's functional capabilities and the 
lack of suitable tools, new verification method based on 
sources governing the real workflow process is developed. 

The method allows automatically verify virtual 
workplace in such aspects as count and nomenclature of the 
objects set including assembly objects, tools and 
consumables. It also verifies technical process whether it 
matches real one and has the same order like in the 
manufacturing. 

For this method, a virtual workplace model is proposed 
that intensively uses the “assembly object”, “tool”, and 
“consumable material” concepts. 

The developed method is universal and suitable for 
virtual workplaces regardless of the working position subject 
area. 
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